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PREFACE 

This bachelor thesis describes the planning and execution of a development project 

for Wide Assessment. The goal of the project was to expand the wa.works 

recruitment platform with an interview booking system.  

The group would like to thank Wide Assessment for the opportunity to work with 

them on expanding their platform.  

Special thanks to Andreas Hammerbeck and Viljar Rolfsen for teaching us the ropes, 

and for patiently providing technical assistance throughout the project.  

Thanks to our internal contact person Richard Kjepso for concise feedback. 
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1 INTRODUCTION 

1.1 Goal, motivation, and context 

The hiring process is difficult and time-consuming, both for the applicant and the 

company looking to fill a position. Wide Assessment facilitates this process, 

specifically for the IT industry with WA.works. WA.works is a resume and screening 

platform that lets candidates list their technical skills, and lets companies uncover 

and compare candidates.  

The goal of this project is to develop an interview-booking system and integrate it 

into the WA.works platform to streamline the hiring process further. The interview 

booker will let companies invite candidates to interviews directly from the platform 

and add the interviews as events in a calendar.  

1.2 Limitations 

In this project, the group is restricted to the programming languages and 

technologies that the current WA.works platform is built with. 

The group must use React for the front end, Redux for state handling, .NET Core for 

the back end, and open API’s from AddEvent for adding events to a calendar. 

1.3 Resources 

The most important resource for this project is Wide Assessment. They will provide 

useful information and help with the setup of the work environments.  

The group will be using Typescript and React.js for the front end, C# (.NET Core) for 

the backend, and Docker for deployment. In addition, the use of open API’s from 

AddEvent is required. For managing work, Zenkit for Kanban board and a simplified 

version of the Scrum model will be used, and Google Drive will be used for sharing 

and collaborating on documents. A private repository on GitHub will be used for 

collaborating on the source code. 
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1.4 Organization of the report 

The report consists of the following chapters: 

Chapter 1: An introduction to the project. 

Chapter 2: A more detailed description of the project and its context. 

Chapter 3: The design of the project, discussing different approaches and planning. 

Chapter 4: An overview of the planned design of the solution. 

Chapter 5: A detailed description of how the solution was implemented. 

Chapter 6: The evaluation of the project. 

Chapter 7: A discussion of the result. 

Chapter 8: Conclusions drawn from the project. 

Chapter 9: Literature and references. 

Chapter 10: Literature and appendices. 
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2 PROJECT DESCRIPTION 

This chapter is a brief description of the project owner, Wide Assessment, and the 

project itself. WA’s preliminary work on the project will be explained, along with a 

more detailed description of what is expected of the final product. 

2.1 Project owner 

The owner of the project is Wide Assessment AS. Wide Assessment started as a 

project by Gyril Norway AS in 2016 and became its own startup company in 2017. 

The company uses a recurring SaaS (Software as a Service) revenue model and offers 

an IT-recruitment and growth platform, WA.works. 

Wide Assessment was founded by Stine Andreassen, the CEO of the company, and 

Arve, the CSO. The company is based in Bergen, Norway, and consists of 10 

employees.  

IT is a rapidly growing business, with many fields of expertise. Wide Assessment’s 

platform offers a way for companies to find and hire candidates with the specific 

skills that they are looking for. It is also a platform for candidates to showcase their 

skills.  

The platform allows a candidate user to select their knowledge from an extensive list 

of technical skills, and rank them by experience. A candidate can also highlight their 

specific skills, link their skills to projects, state their willingness to move  

A company can then post listings for jobs that require a certain set of skills, and get a 

list of candidates that match, ranked by how well they match. 

2.2 Previous work 

Wide Assessment has already done preliminary research on which technologies will 

be used in the project. They have come to the conclusion that making their own 

calendar and video conference services will be unfeasible. Instead, third-party 

systems and an in-platform management system with links to the external services 

are to be used.  

6 



Faculty of Engineering and Science 

Department of Computing, Mathematics and Physics 

2.3 Initial requirements specification 

The requirements from Wide Assessment regarding the front end part of the project 

are that it is to be developed using Typescript with React.js and to use Redux for 

handling the state. The requirements regarding the back end are that .NET Core 

framework and PostgreSQL will be used for database queries. Wide Assessment also 

requires that the group uses open API’s from AddEvent, a “Add to Calendar” service, 

to add the interviews as events in the user’s calendar application. 

2.4 Initial solution idea 

After an initial meeting with Wide Assessment, the following plan… something: 

1. Learn React: React is the typescript library used in the WA front end. The 

group had little experience with this, and learning it would be the first order of 

business. 

2. Become familiar with the front end: A basic understanding of the structure of 

the existing front end was necessary to start the project. 

3. Make a modal in the front end: The first part of the implementation would be 

to make the visual modal without any data interaction. 

4. Make a controller that can feed dummy data the front end: Make the modal 

able to read data from the back end. 

5. Make the controller receive data: Make the modal able to send data to the 

front end. 

6. Implement the required database tables: Additional tables in the database 

would be needed to accommodate the new interview invitation data. 

7. Make the controller communicate with the database: Change the controller 

to actually interact with the database instead of using the dummy data. 

8. Implement a template feature: Change the modal to be able to save and load 

interview invitation templates. 

9. Implement datepicker and misc: Add a better date selection interface, 

implement other quality-of-life features. 
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3 PROJECT DESIGN 

This chapter describes the planning of the project and discusses different 

approaches. 

3.1 Possible approaches 

Wide Assessment specified that they wanted their platform’s functionality extended 

with the possibility for companies to invite candidates to interviews as a result of this 

project. Wide Assessment also specified that inviting a candidate on the platform 

must generate and send an email to the candidate. They further specified that the 

group should use AddEvent’s API’s to let companies add scheduled interviews to a 

calendar application.  

After becoming familiarised with the existing implementation of the platform, as well 

as with the React and .NET Core frameworks, the group mapped out two viable 

approaches to the project.  

3.1.1 Dummy create-react-app approach 

In this approach, the group would use the create-react-app tool to set up a mock 

React application where the components needed for the front end part of the 

interview booker are initially implemented. When the components were complete, 

the code from the mock front end application would be copied into the actual front 

end application of the WA.works platform.  

After integrating the components in the platform, the group would make its part of 

the WA.works UI able to receive data from a controller, which is implemented in the 

back end. The controller would send dummy data to the front end at this stage. With 

a UI that would be able to receive data from the back end, the UI and the controller 

would be further modified so the UI would be able to send data to the back end. 

With communication between the front and back end of the interview booker, new 

tables would be added to the database to hold the interview-invitation data. The 

controller would then be modified to communicate with the database, instead of 

using dummy data when communicating with the UI. 

If the previous steps are successful and a functioning interview booker is integrated 

into the WA.works platform, the group will assess whether it would be feasible to 

extend the interview booker with a template feature. 
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3.1.2 Direct approach 

In this approach, the required components are implemented directly in the existing 

WA.works front end application instead of creating an external React application.  

This is the only difference between the dummy create-react-app approach and the 

direct approach. After implementing the components in the platform, the group 

proceeds as it would with the formerly explained approach. 

3.1.3 Discussion of alternative approaches 

With the dummy create-react-app approach, the group would have a blank canvas to 

work on and be able to focus solely on code pertaining to the interview booking part 

of the platform. As all the members of the group were inexperienced with Typescript 

and React, having a blank application to work with initially would reduce the risk of 

feeling overwhelmed and/or confused by Wide Assessment’s existing code.  

With the direct approach, the integration of the UI components would be reduced to 

simply exporting components and inserting them in the right place in the existing 

front end application. By initially implementing the UI components in an external 

React application, the group would have to modify or replace functioning UI 

components when integrating them into the WA.works platform. This could have 

turned out to be too difficult or too time-consuming. 

After mapping out and discussing the two alternative approaches, the group 

consulted with Wide Assessment before making a decision. Wide Assessment 

recommended the group take the direct approach, pointing out that by working on 

the existing front end application, the group would have access to numerous 

components made specifically for the platform. The group decided to follow Wide 

Assessment’s recommendation and proceed with the direct approach. 

3.2 Specification 

The group decided that the direct approach would be best. The main advantage was 

that the group could use the large library of React components already developed by 

Wide Assessment. In this way, the group could use premade components, already 

styled to match the rest of Wide Assessment’s platform. 

While it would be more overwhelming to start work in a labyrinthine folder 

structure, the group decided that it would be worth the reduction in time. 
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3.3 Selection of tools and programming languages 

This subchapter contains a brief description of the technologies used in the solution 

of the project and a short discussion on why it was chosen where applicable. 

3.3.1 Tools 

Text editor: For code editing, Microsoft’s Visual Studio Code was chosen. It was 

recommended to the group by Wide Assessment, and some of the group had prior 

experience with it. Visual Studio Code is a text editor with built-in debugging for 

programming and git commands for version control (Visual Studio Code, 2019). 

Version control: Git was chosen as the version control system. The existing project’s 

source code was given to the group by Wide Assessment through a private repository 

on github.com, which acts as remote storage for all project files. 

Project management: To organize tasks and manage the groups’ Scrum and Kanban 

board, the group used Zenkit. Zenkit is an application that allows groups to 

collaborate on calendars, to-do-lists, mindmap, and similar concepts, that allow 

better coordination of efforts (Zenkit, 2019). 

Operating system: The group had initially planned on developing the project on the 

Windows 10 operating system, as the group was already familiar with this. To run the 

required docker software, the more advanced Windows 10 Education was needed 

and was provided by the school. However, after setting up and running the entire 

project for the first time, it was discovered that it suffered performance issues on the 

Windows operating system. It was then decided to switch to Ubuntu, which was the 

operating system used internally at Wide Assessment. In addition to the increased 

performance of the software, another advantage was that Wide Assessment could 

offer more assistance with Ubuntu. 

Deployment: To avoid setting up all the required software involved in running a web 

service on every computer, the project used Docker. Docker is an 

operating-system-level virtualization program, meaning it can run a virtual image of 

another computer (Docker, 2019). This image contains all the required software and 

is simulated on each of the group’s computers. Docker differs from a virtual machine, 

in that it does not simulate the entire operating system, but rather uses the host 

computer’s operating system. This makes it more lightweight, and several images can 

be run simultaneously without impacting performance. 
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Communication: A communication service was needed, both with Wide Assessment 

and internally within the group. Slack was required for communication with Wide 

Assessment and, for convenience, it was also chosen as the main communication 

channel within the group. Slack lets users define text chat channels between certain 

members or wider channels with a specific theme (Slack, 2019). 

Storage: For storage and collaboration on documents, Google Drive was chosen. 

Google Drive let the group work simultaneously on the same document while seeing 

other’s changes in real time. 

3.3.2 Programming languages 

Front end: For front end development, Wide Assessment required the group to use 

typescript and the React library, as the existing front end was already written with 

these tools. Typescript is a superset of JavaScript which, in addition to normal 

JavaScript features, allow more advanced features like strict types and interfaces 

(Typescript, 2019). Typescript compiles to JavaScript, and runs client-side in the 

browser of the user.  

React is a JavaScript library for creating user interfaces. React works by wrapping bits 

of HTML and JavaScript in components, making it easier to reuse and edit 

system-wide. Wide Assessment had already developed a huge amount of 

components based on the React library. 

Back end: The project’s back end was written in C# using Microsoft’s .NET Core 

platform. .NET Core is a cross platform, open source re-implementation of the .NET 

Framework. It is actively maintained by Microsoft and a huge community of 

developers over on GitHub (Taylor, 2017). The group would mainly be working in the 

front end, but would need to add some functionality in the back end in order to 

facilitate communication with the database, where the interview data would be 

stored. C# is an object-oriented programming language (Microsoft, 2015), and the 

group was already familiar with this, or similar programming languages. 

3.4 Project development method 

3.4.1 Development method 

For this project, the group chose an agile development method that encourages 

frequent inspection and adaptation. After seeking advice from Wide Assessment, 

who uses the Scrum method, the use of a simplified version of Scrum was decided. 

11 



Faculty of Engineering and Science 

Department of Computing, Mathematics and Physics 

Scrum is most commonly used in larger projects, and to implement the entire Scrum 

process felt unnecessary in a team made up of only three people. 

Using the Scrum methodology means that the project is broken into smaller time 

restricted sections called sprints (Scrum, 2019). Lists of tasks are put together by the 

team to complete during each sprint of the project. When a sprint is complete, the 

progress will be tracked, and a new plan for the next sprint will be made. The goal of 

each sprint is to have a product that is incrementally improved from the last one. The 

group planned to have a short Scrum meeting each day discussing what was done 

the day before, activities for the current day and any new or ongoing issues.  

For keeping track of tasks, the group uses the project managing platform Zenkit 

which provides a Kanban board on which you can place notes. These notes are tasks 

with different properties such as due dates and team members assigned to it. Two 

separate boards were created, one for the application development and one for the 

administrative tasks.  

3.4.2 Project plan 

See the attached Gantt diagram in Appendix 10.2.  

3.4.3 Risk management 

This section will discuss potential problems that might come up during the project. 

For a quick overview of risks and their severity, see appendix 10.1. The following is a 

more detailed description. 

Lack of experience: There would be a chance that the group’s inexperience with the 

technologies used and the already existing codebase will cause an inordinate amount 

of time to spend in the learning process. This might have lead to the group not 

having the time to complete the project.  

The best way to avoid this would be a policy of not hesitating to ask for help when 

stuck in a problem, either asking other group members or the developers at Wide 

Assessment. 

Poor time management: In a project of this scale, proper management of time is 

important. Too much or too little time spent on any one part of the project would 

have had a negative impact on the entire project.  

To avoid this, the group would adhere to the Scrum method and have regular 

meetings to discuss allocation of time and resources. 
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The project cannot be used in the platform: If the finished interview invitation 

module did not comply with the specifications set by Wide Assessment, it could not 

have been used in their platform.  

To prevent this outcome, the group would hold regular meetings with the developers 

at Wide Assessment to make sure they were headed in the right direction. 

Poor communication within the group: Good communication within the group 

would be important. Bad communication could lead to duplicate work being done, or 

unnecessary bottlenecks.  

To avoid this the group would be in constant contact on Slack and be careful to 

update the to-do and in-progress lists in Zenkit. 

Poor communication with employer: To make sure the project stayed on track and 

did not stray from the specifications, good communication with Wide Assessment 

would be very important. 

Fortunately, the group was offered to work at Wide Assessment’s offices. This would 

allow the group immediate access to the developers, for questions and opinions. 

School report interfering with work: As the group was tasked with both completing 

the project and writing a report on it, there would be a chance that the work on the 

report would take away resources the work on the project itself, and vice versa.  

The group would have to decide in advance how much time to spend on each on a 

weekly basis. 

Unexpected long term absence: There is always the risk of unexpected absence due 

to illness, accidents, etc.  

There was little to do to prevent this, but the group decided that if this should come 

up, the person in question would make sure give notice as early as possible. 

3.5 Evaluation method 

Wide Assessment’s intention when tasking the group with this project, was for the 

group to produce a usable component for their platform. In order for them to 

implement it into their existing frontend, the final result would have to meet all of 

Wide Assessment’s specifications, in regard to both design and functionality. 
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The final evaluation would be whether Wide Assessment’s developers felt the 

resulting component would fit well with the already existing platform. Having their 

final result integrated into the platform would be a success to the group. 
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4 SOLUTION DESIGN 

This chapter provides a detailed description of the solution design. 

4.1 Overview 

The principal feature of the solution is being able to invite a candidate to an 

interview. This can be done in one of two ways: 

- Inviting a single candidate through the chosen candidate’s page, or 

- Inviting several candidates at the same time through the company’s list of 

potential candidates 

In both cases, the interview invitation must be created in a modal, where the subject, 

content, location, etc. can be entered. In the modal, the date and time of the 

interview should also be entered, or in the case of inviting multiple candidates at 

once, dates and times for each individual candidate should be entered. Clicking the 

OK button must send the information to the backend, which will deal with the 

database and mailing.  

A company user should also be able to access a page that lists upcoming and past 

interviews. This is a separate page linked to from the company’s list of candidates. 

Both company users and candidate users should be able to see a page that details a 

single interview. A link to this page will be included in the email that is sent from the 

backend. This page should also include a button that adds the interview to a calendar 

through the AddEvent API. 
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Fig. 4.1 Use case diagram 

 

4.2 Front end design 

All of these features must comply with the graphical look and feel of Wide 

Assessment’s existing platform. The existing modals on wa.works were examined, 

and the group came up with a basic design. 
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Fig 4.2.4 Original modal design 

The specifications also required a list of sent interview invitations, visible to company 

users. It would have to display data like date and location. This would be contained in 

its own page, and not in a modal. 

 

Fig 4.2.5 Original interview list design 

After designing the initial components, the next issue was integrating them into the 

existing platform. After discussions with Wide Assessment, it was decided to add an 

“Invite to interview” button on the page that displays a candidate’s profile. 
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Fig. 4.2.1 Placement of “Invite to interview” button in the existing interface 

The button to open the interview invitation list would be placed in a similar position 

in a company’s list of candidates. An option to invite several candidates at once 

would be added to the bulk actions drop-down menu. 

Fig. 4.2.3 Placement of bulk action and list of interview invitation buttons 

4.3 Back end design 

The solution needs to communicate with the database to store and load information 

about interview invitations. To accommodate this, the database must be updated 

with a new table. 
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In addition, a new controller must be created in the existing back end. The controller 

must be able to create new interview invitation objects and store them in the 

database, as well as update and delete existing entries.  

Finally, the back end part of the solution should be able to send emails, to alert the 

involved parties that they have been invited to an interview. 

4.4 Database table  

The database needs a new table to store the data on the invitation interviews. The 

table must contain fields that record when, where and how the interview will be 

held, and information on who will be attending. A diagram was drawn using the 

Unified Modeling Language (UML) to specify the required fields of the new database 

table, and its relation to other tables in the database (see fig 4.4). 

 

 

Fig 4.4 UML diagram 
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5 IMPLEMENTATION 

This chapter describes how the solution was implemented.  

5.1 How it works 

This section will describe the use cases as implemented. 

5.1.1 Sending a single invite 

To invite a potential candidate, a company user navigates to the candidate’s profile 

page and clicks the “Invite to interview” button. A modal opens where information 

about the interview is entered. When the user clicks “Invite” the interview invitation 

data is sent to a controller in the back end and stored in the database. Then the 

invitation is sent by email to the candidate. 

5.1.2 Sending multiple invites 

A company user can invite multiple candidates simultaneously by navigating to the 

“Candidates” page. The user marks the candidates to be invited and selects “Invite to 

interview” from the “Bulk actions” drop-down menu. A modal opens with additional 

date/time fields for each candidate. The interview invitation data for each invitation 

is sent to a controller in the back end and stored in the database. Then an invitation 

is sent by email to each candidate. 

5.1.3 Add event to calendar 

An URL is included in the invitation email which navigates to a page containing an 

AddEvent button widget. By clicking the button, the candidate can add the interview 

as an event to a calendar application. 

5.1.4 Overview of invitations 

A company user can get an overview of the invitations by clicking the “Interview 

invitations” button on the “Candidates” page. A new page is loaded containing a 

table with information about sent interview invitations. The information is retrieved 

via the controller in the back end from the database. 
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5.2 Front end 

The wa.works platform is built on a framework called React. React is a declarative, 

efficient, and flexible JavaScript library for building user interfaces. It lets you 

compose complex UIs from small and isolated pieces of code called “components” 

(React, 2019).  

A component is a class or function that renders or returns a JSX object (a 

JavaScript-enabled pseudo-HTML), which is then compiled into HTML by React. It can 

also contain functions, such as validation logic or sending API requests. A component 

is usually a small piece of code, like a button or input field, but can also be larger and 

contain other components, like a modal or a component that contains the layout. 

React also is a single-page framework. The entire app runs on a single HTML page 

and uses a process call routing to make the app look and feel like a multi-page app. If 

a user accesses the page “app.com/some/page”, only the app at “app.com” is 

loaded, and the path, or route, “/some/page” is used be React to determine which 

part of the app to display. 

When the project was started, a large library of components had already been 

written by Wide Assessment. The core feature of the project was to make a modal, 

and the existing library already contained a modal component. This component 

contained all the necessary CSS styling and functionality, like opening, closing and 

shading the backdrop. There also existed components to handle input, like text fields 

and checkboxes.  

5.2.1 Making the interview invitation modal 

The first step was to create a component that would contain the modal. The new 

component was specific to sending interview invitations and contained an instance of 

Wide Assessment’s generic modal. The modal component was then filled with the 

appropriate input components, as well as button components for sending or 

canceling. 

The group had initially planned to have the date of the interview input as a text 

string. The string would then be format checked and validated by a function in the 

interview invitation component, before being sent to the database API.  
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This turned out to be quite complicated, both to implement for the group and to 

understand for the user. Instead, it was decided to use a date-picker-style input for 

the date entry. 

Wide Assessment did not have any premade date-picker components, and creating 

one from scratch was outside the scope of the project. Fortunately, React has a 

library of third-party components with an open license, and a suitable component 

called ‘react-datepicker’ was found.  

A new component was made, similar to Wide Assessment’s existing component for 

text input. Instead of a text input field, it contained the third party ‘react-datepicker’.  

First iteration 

At the start of the project, the modal was made with the minimum input required to 

be functional. The initial implementation included fields for title, date, and location. 

It was opened by a button placed in an empty placeholder page, to make 

development simpler. 

A function was implemented for validating the invitation. It would be called upon 

submission of the interview and would check for valid date and non-empty title and 

location fields. On an invalid interview, it would alert the user with a pop-up. 

 

Fig 5.2.1.1 Invalid data pop-ups 

On submit with valid input, a POST request would be sent to the backend. Because 

the modal was placed in an empty page, it did not have access to the recipient 

candidate. In this iteration, a hard-coded id of a known candidate was sent instead. 
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Fig 5.2.1.2 First iteration with basic input and date-picker 

Second iteration 

In the next iteration, the button to open the modal was placed on the page that 

displays a single candidate. In this way, the modal had access to the id of the 

currently displayed candidate.  

Radio buttons were also added, to allow the company user to choose whether the 

interview would be held in person or on the internet in a video chat service. 

23 



Faculty of Engineering and Science 

Department of Computing, Mathematics and Physics 

 

Fig 5.2.1.3 Second iteration 

Third iteration 

In the third iteration, interview invitations were added to the bulk actions menu on 

the page that displays all of a company’s candidates.  

Instead of accepting a single candidate id, the modal was changed to accept an array 

of candidates. The modal would now display one date field per candidate, each 

labeled with the name of the candidate. The other fields were unchanged and other 

than the date, the same data would be sent to all candidates. 

The single invitation was changed by taking an array with one id. 
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Fig 5.2.1.4 Third Iteratoin with bulk invite implemented 

Final iteration 

The last iteration added the feature of templates. A checkbox was added to the 

modal, allowing a company user to save the current interview invitation as a 

template. A template was stored as a normal interview invitation with its IsTemplate 

field set to true. 

To load a template, a button was added to open another modal with a list of 

templates. The user would then select a template, and the title, content, emails and 

location/video info fields in the modal would be filled from the template. 
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The user was also able to delete templates in the template selection modal (setting 

the IsTemplate field to false). 

 

Fig 5.2.1.5 Final iteration with template function  

5.2.2 Making the interview invitation list display 

For the page displaying the overview of a company’s sent interview invitations, it was 

decided it would contain two tables, one for past interviews and one for upcoming 

interviews. Wide Assessment’s predefined table was used, in order to match the 

wa.works layout.  
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The Redux function “mapStateToProps” was used to get all interview invitations sent 

by the active company from the database as an array. The “componentDidUpdate” 

life cycle function was used to sort the initial array of interview invitations into two 

arrays, separating the upcoming interview invitations from the past interview 

invitations.  

It was decided that when a company user lands on the interview invitations page, the 

table displaying past interviews would not be shown until a checkbox labeled “Show 

past interviews” was clicked. 

5.2.3 Making the single invitation view 

To be able to view data about an interview, a new page was made, showing relevant 

information. It was accessed by either clicking a link in the invitation list, or the link in 

the email sent to the candidate.  

Users did not have to be logged in to view the page. A URL was generated from the 

specific interview’s GUID. A GUID is an acronym that stands for Globally Unique 

Identifier. Technically they are 128-bit unique reference numbers used in computing 

which are highly unlikely to repeat when generated despite there being no central 

GUID authority to ensure uniqueness (GUID, 2019). A GUID was necessary, because 

the normal ids were low numbers, and could easily have been found through trial 

and error by third parties. A GUID, on the other hand, was too long and complicated 

to be guessed. 

The page also included a button to add the invitation to the user’s calendar. This was 

done through the AddEvent API.  

The AddEvent API initially provided some problems. The AddEvent required the 

button to be rendered in the DOM from the first time the page was loaded, and not 

be replaced, but the page only rendered the button after checking whether the 

interview existed. 

This was eventually solved by making React draw an empty button on the first page 

render, and after the interview was validated, fill in data inside the button instead of 

redrawing a new button with the information.  

5.2.4 Managing the state 

The wa.works platform uses Redux to manage the state. Redux is a predictable state 

container for JavaScript apps (Redux, 2015). Redux manages all calls to the backend.  
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The motivation behind using Redux is to keep all the other components from making 

asynchronous calls to the back end. This is to prevent unexpected changes to the 

application’s global state. When all changes to the state are handled in one place, 

errors are avoided where the change in state is dependant on the current state. 

To implement Redux, several files were created: 

- A creators file, containing the actual REST request methods. 

- An actions file, defining the Redux actions available, in this case, only setting 

the list of interview invitations in the state. 

- A reducer file, linking the creator’s get method with the state setting action. 

5.3 Back end  

The back end of wa.works is written in C#, using the .NET Core framework. The data 

is stored in a Postgresql database, connected to the .NET server with Entity 

Framework. The back end is an API built with ASP.NET MVC pattern. 

5.3.1 The model 

The database is written code first, so the first step in the back end part of the project 

was to create a class representing the interview invitation. The class needed to 

contain the following information: 

- Id: A primary key for the database 

- Title: The header of the invitation, and the subject of the email sent to the 

invited parties 

- Content: The text of the invitation, and in the email 

- Email: A list of emails to send the invitation to, other than the invited 

candidate 

- Date: The time and date of the interview 

- Location: Where the interview will be held, if applicable 

- VideoInfo: Info on how a video interview will be held, like a Skype username 

or appear.in link, if applicable 

- VideoType: On what service a video interview will be held, if applicable 

- IsTemplate: Whether or not the interview should be a template 

- Company: The company that issued the invitation 

- Candidate: The invited candidate 
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During the course of the project, some changes were made to the model.  

A GUID (globally unique identifier) was added to serve as a link parameter when 

opening the single view page.  

It was decided to include the video type in the video info string, deprecating the 

VideoType field. 

The candidate object from the relational database is a connection between a user 

object and a company object. Since the candidate includes the company as a foreign 

object, the interview object’s company field was superfluous.  

 

 

5.3.2 Entity Framework 

In order to create the actual table in the database, the class had to be migrated. 

Migration is a feature offered by Entity Framework that allows the user to add more 

tables, or add fields to existing tables, in an existing database (Microsoft, 2016). In 

this way, the database does not have to be dropped and recreated, and the data is 

retained. 

With migration, the GUID could be effortlessly added to the database table, while 

retaining the testing dummy data in the database.  

Removing columns, however, proved more difficult. The group ran into many errors 

when trying to migrate an updated class with removed fields. In the interest of saving 

time, it was decided to keep the video type and company fields, and not use them in 

the app. 
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5.3.3 Message 

To facilitate communication between the front end and the back end, a message 

object was needed. A class was made, representing an interview invitation as it 

existed in the front end.  

The message object contained the input data fields, but not id and GUID, as these 

would be assigned in the back end. It also did not contain a candidate object, just a 

candidate object id, so that the actual candidate could be found and attached in the 

controller. 

When an HTML POST request was sent with a json formatted interview invitation, 

ASP.NET would translate the JSON object into the C# message object, so it could be 

used by the controller. 

5.3.4 Controller  

The controller was the main part of the back end. It contained the functions that 

could answer to the various REST requests, like GET, POST, PATCH and DELETE. 

A GET method was implemented, to get a list of all interview invitations. A method 

for getting a single interview invitation was not needed, as redux would store all the 

interviews in the frontend. Finding a specific interview was then handled in the front 

end. 

A DELETE method was also implemented, but there turned out to be no functionality 

in the frontend to delete interviews, so the method was unused. 

The PATCH method was made, to be able to disable a template. The would get an id 

as an argument, find the correct interview invitation, and set its IsTemplate value to 

false. 

The POST method was the most involved of the REST methods. The POST method 

would be called when a company user clicked the Invite button in the front end, 

while all the data input fields were valid. It would receive an interview invitation 

message object as an argument. 

The method would start by creating a new interview invitation model object, and the 

data fields would be copied from the message object. As the message only contained 

the candidate id, and not the candidate object itself, it had to be found in the 
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database context. It was found using the LINQ methods Where and FirstOrDefault, 

with the id as the argument. 

The new model object also needed a company object, but no data about the inviting 

company was included in the message. This was solved by using existing methods in 

Wide Assessment’s backend, that returned the currently logged in user and the 

active company. 

Finally, a new GUID was added with .NET’s built-in NewGuid method, before the 

model object was saved to the back end. 

 

Fig 5.3.4 Part of the post method 

Before saving the candidate’s status would be set to 2. Status was an existing 

feature, and the value 2 would set a candidate’s status to “Contacted” in the 

frontend. 

After storing the interview invitation in the database, the post method would send 

emails to the candidate, and the included emails from the message, if applicable. The 

emails were sent by already existing methods, that would wrap the email content 

with the same header, footer, and style as other emails sent from Wide Assessment.  

The contents of the emails were date and location, and the content text from the 

model. The emails also included links to the inviting company, and the single invite 

view, where the interview could be added to the user’s calendar. 
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5.3.5 Response 

The last part of the back end was the response object, which would be returned to 

the front end on a GET request. This would be constructed from the database model 

and sent to the front end as a JSON object. 

The response contained all the data fields from the model, including the generated id 

and GUID. This would be converted to a JSON object by ASP.NET and sent to the 

front end. 
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6 EVALUATION 

This chapter describes how the solution was evaluated. 

6.1 Evaluation method 

In addition to a final evaluation conducted by Wide Assessment, two methods of 

evaluation were chosen in order to continuously evaluate the solution and ensure 

the requirements were met throughout the development phase. 

The first method of evaluation was functional testing of the application whenever a 

function was implemented or changed. Functions were tested by feeding them input 

and comparing the expected output with the actual output.  

The second method of evaluation was letting the project owner evaluate the work. 

Weekly meetings were held with Wide Assessment’s development team where the 

last week’s work was reviewed. The meetings included a demonstration of the 

implemented functionality. This was to ensure the solution was developed according 

to the specifications of the project. The feedback from Wide Assessment was used to 

revise the course of the project development and make changes in the approach if 

necessary. In addition, a monthly meeting was held where the CEO attended to give 

feedback from a non-technical perspective. 

6.2 Evaluation results 

Functionally testing the solution continuously ensured that each part of the solution 

was implemented correctly according to the functional requirements. Functional 

testing exposed weaknesses and errors in the code early and decreased the risk of 

overlooking fatal flaws in solution.  

The evaluations received from the meetings with Wide Assessment ensured that the 

solution complied with the company’s specifications in regards to layout choices and 

programming standards. In addition, meeting with Wide Assessment frequently gave 

the group more confidence and motivation, which led to increased development 

efficiency.  

When the solution was finalized, the group met with Wide Assessment for a final 

evaluation of the work, and a demonstration of the solution’s functionality was 

shown. In addition, the developers at Wide Assessment had reviewed the code 
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before the meeting. Wide Assessment was satisfied with the solution, regarded the 

project as a success and are planning to extend the wa.works platform with the 

Interview booker. The solution met the specifications given to the group, and the 

main goal to develop an interview-booking system in the wa.works platform has 

been reached.  
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7 DISCUSSION  

Due to the lack of experience with the different technologies required for the 

project, it was decided the group would work from the office space offered by Wide 

Assessment. Working in close proximity Wide Assessment’s own developers made it 

possible for the group to receive quick guidance and help when learning the new 

technologies in the pre-project phase, and throughout the development phase of the 

project. To further compensate for lack of experience, the group agreed to work all 

weekdays from 9:00 to 15:00.  

The group was able to cooperate efficiently both internally and with the developers 

at Wide Assessment. Lack of experience was overcome, and the group was ahead of 

schedule enough to meet the initial requirements early in the development phase, 

making it possible to extend the solution with the multiple-invites and template 

function.  

Using Zenkit and the simplified Scrum method made the project more manageable 

by splitting it into smaller tasks and providing a clear overview of the project’s 

progress. Completing tasks gave a sense of progress, which in turn increased the 

group’s motivation and efficiency.  

The group has been ahead of schedule throughout the project, so it is clear that the 

time needed for development was overestimated. If the work could be done again, 

more time would have been allotted to learning React with Typescript and .NET Core 

in the pre-project phase, simply to increase the learning outcome for each member 

of the group. 
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8 CONCLUSIONS  

The group’s judgment is that the goal of this project has been reached and the result 

is a solution with the following functionality: 

- A company user can invite a candidate which he/she has a connection with, 

from the candidate’s profile page.  

- A company user can invite multiple candidate’s which he/she has a connection 

with, with the “bulk action” drop-down menu on the “candidates” page 

- A company user can see an overview of past and upcoming interviews, and 

add these to a calendar, through the “Interview Invitations” page, accessible 

from the “candidates” page 

- An interview invitation can be saved as a template. Templates can be loaded 

to autofill all fields except the date field when sending an interview invitation. 

Based on the results of the final evaluation, the group considers the project a 

success. The wa.works platform has been extended with an interview-booking 

system that is usable. It will be deployed as soon as a thorough revision of the 

group’s code has been done by the developers at Wide Assessment, and any 

necessary modifications or optimizations have been made.  
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10 APPENDIX 

10.1 Risk list 

Problem Probabi

lity 

Impact Risk 

factor 

Measures 

Lack of experience 5 3 15 Seek help early 

Poor time 

management 

2 3 6 Delegate work, schedule 

time, occasional breaks, set 

deadlines 

Not reaching WA’s 

specification, Project 

cannot be used in 

the platform 

2 3 6 Agile development 

Poor communication 

within the group 

2 5 10 Patience 

Poor communication 

with the employer 

2 5 10 Don’t hesitate to call for 

meetings with the employer 

School report 

interfering with work 

2 5 10 Set time aside for report 

writing 

Unexpected long 

term absence 

1 4 4 Give early notice of absence  

Table 10.1 Risk list 
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10.2 GANTT diagram  
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10.3 Diagrams  

 

10.3.1 Entity relation diagram 
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10.3.2 Architecture diagram 
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10.4 Project description 
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